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**AIM:** To implement recursion function and lambda function

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Expected OUTCOME of Experiment:**

**CO2:** Use different Decision making statements and Functions in Python.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Resource Needed: Python IDE**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Theory:**

## Python Functions

A function is a block of code which only runs when it is called. You can pass data, known as parameters, into a function. A function can return data as a result.

## Creating a Function

## In Python a function is defined using the def  keyword:

Example: def my\_function():  
   print("Hello from a function")

## Arguments

## Information can be passed into functions as arguments.

## Arguments are specified after the function name, inside the parentheses. You can add as many arguments as you want, just separate them with a comma.

## Parameters or Arguments?

## The terms parameter and argument can be used for the same thing: information that is passed into a function. From a function's perspective:

## A parameter is the variable listed inside the parentheses in the function definition.

## An argument is the value that is sent to the function when it is called.

## Number of Arguments

## By default, a function must be called with the correct number of arguments i.e. if your function expects 2 arguments; you have to call the function with 2 arguments, not more, and not less.

## Keyword Arguments

You can also send arguments with the key = value syntax.

This way the order of the arguments does not matter.

## Arbitrary Keyword Arguments, \*\*kwargs

If you do not know how many keyword arguments will be passed into your function, add two asterisk: \*\* before the parameter name in the function definition.

This way the function will receive a dictionary of arguments, and can access the items accordingly

## Default Parameter Value

The following example shows how to use a default parameter value.

If we call the function without argument, it uses the default value:

## Passing a List as an Argument

## You can send any data types of argument to a function (string, number, list, dictionary etc.), and it will be treated as the same data type inside the function.

## Return Values

To let a function return a value, use the return statement:

## The pass Statement

Function definitions cannot be empty, but if you for some reason have a function definition with no content, put in the pass statement to avoid getting an error.

## Recursion

## Python also accepts function recursion, which means a defined function can call itself.

## Recursion is a common mathematical and programming concept. It means that a function calls itself. This has the benefit of meaning that you can loop through data to reach a result.

The developer should be very careful with recursion as it can be quite easy to slip into writing a function which never terminates, or one that uses excess amounts of memory or processor power. However, when written correctly recursion can be a very efficient and mathematically-elegant approach to programming.

To a new programmer it can take some time to work out how exactly this works, best way to find out is by testing and modifying it.

**3. Lambda function**

A lambda function is a small anonymous function.

A lambda function can take any number of arguments, but can only have one expression. Syntax of Lambda Function is given below

*lambda*arguments *:*expression

Lambda functions can take any number of arguments:

**Problem Definition:**

1. In below table input variable, python code and output column is given. You have to complete blank cell in every row.

|  |  |  |
| --- | --- | --- |
| S.No | Python Code | Output |
| 1. | def my\_function(fname, lname):   print(fname + " " + lname)  my\_function("Amit", "Kumar") | Amit Kumar |
| 2. | def my\_function(fname, lname):   print(fname + " " + lname)  my\_function("Emil") | error |
| 3. | def my\_function(\*kids):  print("The youngest child is " + kids[2])  my\_function("Emil", "Tobias", "Linus") | The youngest child is Linus |
| 4. | def my\_function(college3, college2, college1):   print("The Best college is " + college3)  my\_function(**?**) | The Best college is KJSCE |
| 5. | def my\_function(**country= "Norway"**):   print("I am from " + country)  my\_function("Sweden") my\_function("India") my\_function() my\_function("Brazil") | I am from Sweden  I am from India  I am from Norway  I am from Brazil |
| 6. | def tri\_recursion(k):  if(k > 0):  result = k + tri\_recursion(k - 1)  print(result)  else:  result = 0  return result  print("Recursion Example Results")  tri\_recursion(6) | line 5 else: ^ SyntaxError: invalid syntax |
| 7. | print((lambda x: x\*2) (9)) | 18 |
| 8. | twice = lambda x: x\*2  print(twice(9)) | 18 |

1. Write a Python program using a recursive function that takes a string as input from the user and displays whether the string is Palindrome or not.
2. Write a Python program to separate out even and odd numbers from the list entered by user by using Lambda function

**Books/ Journals/ Websites referred:**

1. Reema Thareja, *Python Programming: Using Problem Solving Approach*, Oxford University Press, First Edition 2017, India
2. Sheetal Taneja and Naveen Kumar, *Python Programming: A modular Approach*, Pearson India, Second Edition 2018,India

**Implementation details:**

**1.**

**.** a=str(input("Enter The Number:"))

def is\_palindrome(s):

    if len(s) < 1:

        return True

    else:

        if s[0] == s[-1]:

            return is\_palindrome(s[1:-1])

        else:

            return False

if(is\_palindrome(a)==True):

    print("String is a palindrome")

else:

    print(" String isn't a palindrome")

**2.**

def palin(start,end,str1):

    if(str1[start]!=str1[end]):

        return False

    if(start==end or start>end):

        return True

    else:

        return palin(start+1,end-1,str1)

str1=input("Enter String: ")

print(palin(0,len(str1)-1,str1))

**3.**

numbers = [11, 22, 33, 44, 55, 66, 77, 88, 99, 100]

print("List of numbers:")

print(numbers)

print("\nList of even numbers:")

evenNumbers = list(filter(lambda x: x%2 == 0, numbers))

print(evenNumbers)

print("\nList Odd numbers:")

oddNumbers = list(filter(lambda x: x%2 != 0, numbers))

print(oddNumbers)

numbers = [11, 22, 33, 44, 55, 66, 77, 88, 99, 100]

print("List of numbers:")

print(numbers)

print("\nList of even numbers:")

evenNumbers = list(filter(lambda x: x%2 == 0, numbers))

print(evenNumbers)

print("\nList Odd numbers:")

oddNumbers = list(filter(lambda x: x%2 != 0, numbers))

print(oddNumbers)

**Output(s):**

1.
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2.

![](data:image/png;base64,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)

3.

![Graphical user interface
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**Conclusion:**

**Hence, we understood the concept and use of recursions and lambda in Python and programs were executed successfully.**

**Post Lab Descriptive Questions**

1. Write a python program to calculate factorial using recursion
2. def fact(n):
3. if(n==1):
4. return n
5. else:
6. return n\*fact(n-1)
7. n=int(input("Enter an number to check factorial: "))
8. print("The factorial is:",fact(n))
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1. What are the common functional programming methods that use lambdas?

Lambda functions are anonymous functions which take in only one particular arguments. They allow us to create and use a function in a single line which are useful when we need a short function that will be used only once. They are mostly

used in conjunction with the map, filter, short methods and in cases where the programmer needs to perform a small task repetitively.
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